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1 Introduction

1.1 Purpose:

The purpose of the following documentation is to provide the software re-
quirements ( functional and non functional), acceptance criteria, constraints
and overview of the mobile feature (focusing on the functionality of a progres-
sive web app) of the graduates portal.

1.2 Scope:

The following documentation includes the necessary information regarding
the mobility of the graduates portal. The graduates portal is a portal where
students and the industry come together. It is meant to be a platform that
gives graduates and the industry a chance to find potential talent with the
intent of getting job opportunities.

The JavaScript team has the task to develop a mobile feature for the grad-
uates portal in order for its users to have a mobile experience. This feature
ensures that all respective pages of the graduates portal website are mobile
responsive and that the web app can work offline.
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1.3 Acronyms, Abbreviations, Definitions:

• PWA - Progressive Web App : A progressive web app is a web app that
uses service workers, manifests and certain web oriented features to-
gether with progressive enhancement to allow users to experience an
experience on par with native apps.

• Service Worker : A JavaScript module that runs separately from the
main browser thread, providing generic entry points for event-driven
background processing.

• HTTPS - Hypertext Transfer Protocol Secure: A secure version of Hy-
pertext Transfer Protocol ( an application-layer protocol used for trans-
ferring hypermedia documentation, ie. HTML). It is used to send en-
crypted data between web browser and web servers.

• JSON - JavaScript Object Notation: A text format for storing and inter-
changing data.

• HTML - Hypertext Markup Language: Language in the form of code
used to structure a web page together with its content

• CSS - Cascading Style Sheets: Language used to style HTML documen-
tation and it adds description of how HTML elements should be dis-
played.

• URL - Uniform Resource Locator: A unique address of a resource on the
Web.

• API - Application Programming Interface: Software that sends informa-
tion interchangeably between a website (or app) and its user.

• UI - User Interface: the point where humans can interact and commu-
nicate with the computer- and its applications and websites (ie. display
screen, keyboards, mouse , desktop presentation).

• GUI - Graphical User Interface: a type of user interface where users can
interact with their computers through graphical icons and audio indica-
tors.

• Native app : a software program that allows for mobility, it is developed
for the use on a particular platform or device.
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• Caching : a technique used to reduce network traffic rates by storing a
copy of content into memory and serves it back upon request.
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1.5 Outline of the rest of the SRS:

The document follows the following scheme:

• A General Description

• Specific Requirements

• Acceptance Criteria

2 General Description

2.1 Context:

Mobile Feature:

The mobile feature has the general responsibility of a Progressive Web App
(PWA) functionality. A Progressive Web App is a web app that is developed
using a certain number of technical features together with standard patterns
in order to achieve both web and native app features. The introduction of
Web Apps has allowed users to view websites as an installed mobile app (par-
ticularly a mobile app on an android device).

A set of concepts together with keywords best describe Progressive Web Apps
as: progressive, responsive, connectivity independent, app-like, fresh, safe ,
discoverable, re-engageable, installable and linkable. The mentioned attributes
allow users to experience PWAs on par with mobile apps.

2.2 Progressive Web App Function:
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The function of the progressive web app is to give the user a mobile experi-
ence of the graduates portal. The web app should function as follows:

• be responsive to a generic (ie.smartphone) device.

• be installable.

• work independent of internet connection (ie. work offline).

• have a high performance in terms of speed.

• responsive to smartphone device

2.2.1 Progressive Web App Structure

i. Encrypted HTTP protocol (HTTPS):

-A web app should be a secure site and should be browsed through a secure
network for a Service Worker to register in the browser and act on events.

- This brings in the concept of a trusted website and thus securing the stu-
dents information.

- the web app should allow the user to have access to the information they’ve
entered in the graduates portal.

ii. Service Workers (Background script):

- A Service Worker is a background script written in JavaScript that handles
and proxies all network connectivity, caching logic and background tasks.

- this allows the user to access the minimal static GUI and logic of the ap-
plication without depending on internet connection, ie.the ability to use the
application offline.

iii. Manifest File:

- A manifest file is a JSON text file which controls the way an app appears to
the user.

-provides information about the application (ie. its name, author, icon and
description) to the web app developers.

- the manifest can be used to change the behaviour and style of PWAs.
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-provides users with quicker access and a richer experience.

iv. Application Shell (Core Architecture):

-The App Shell concept is concerned with loading a minimal user interface.

-it is defined as the minimal HTML, CSS and JavaScript powering a user in-
terface.

-it is served up by the Service Worker and then the content is delivered.

-it is cached by the service worker from its source through API requests.

-it allows fast loading time together with cached and dynamic content.

2.3 User Characteristics:

The web app is intended for the use of:

1. Computer Science graduates from the University of Pretoria.

2. Companies looking to hire.

2.4 Constraints:

• All web app implementation and documentation should be done by the
JavaScript team.

• The wireframe design created by the team designer, should be the de-
sign the JavaScript team should follow.

• The Web app must be managed and maintained by the JavaScript team.

• The JavaScript team has to collaborate with UI Kit team in order to
ensure the mobile friendliness of each web page.

• The UI Engineers must use Angular to implement the user interface

• NestJS together with GraphQL must be used by the API Engineer to
ensure offline functionality of the web app

• The tester uses CypressJs and Jest for testing purposes.

• The Data Engineer must use Prisma and Postgresql for building a database
as well as database management.
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• All work must be committed to GitHub.

2.5 Assumption and Dependencies:

The first version of the web app, will be an implementation of a basic web
app. This version has the following features: working offline, installability,
high performance, responsiveness to a generic device (in this case, a smart-
phone) and mobile friendliness.

For this version the web app, it is not the JavaScript team’s intention to im-
plement all of the respective PWA features (only the listed core features) as it
is meant for a future release to get those features working.

3 Specific Requirements

3.1 Interface Requirements:

The web app must have a look that aligns with the UI of the graduates por-
tal.

3.2 Functional Requirements:

FR1. Once the user opens the graduates portal, they must be able to install
the web app and thereafter access it on their device.

FR1.1. The web app must have a web manifest with the correct
fields.

FR1.2. The web app must work on localhost domain.

FR1.3. The web app must have an icon to represent it on the
users device.

FR1.4. The web app must have a registered service worker

FR2. When the web app is opened the user must have an experience on par
with a mobile app.

FR2.1. The web app must have a simple installation process.

FR3. The web app must be responsive to a generic device (ie. smartphone).
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FR3.1. The web app must ensure that icons and images of the
generic device of the appropriate size are retrieved.

FR4. The web app must work independent of internet connection (ie. work
offline or at low network quality).

FR4.1. The user must be able to revisit pages they have once vis-
ited, even when internet connection is critical.

FR4.2. The web app must have a cached shell to load when of-
fline.

FR5. All of the features of the web app should function as expected on a mo-
bile app.

FR5.1. The web app should be mobile responsive.

3.3 Performance Requirements:

• The performance of the web app must be similar to that of a mobile
app.

– The time it takes from when the web app loads to the user being
able to interact with it should be under 3.8 seconds

– The time at which the first text or image is painted should be un-
der 1.8 seconds

– The render time of the largest image or text block visible within
the view-port, relative to when the page first started loading should
be under 2.5 seconds.

– The total amount of time that the application’s pages are blocked
from responding to user input should be under 0.2 seconds.

– The largest burst of layout shift of layout shift scores for every
unexpected layout shift that occurs during the entire lifespan of a
page should have a score of 0.1 or less.

3.4 Design Constraints:

The web app is dependent on the implementation of other feature teams, thus
the JavaScript team cannot implement certain functions if certain feature
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teams have not implemented them yet.

3.5 Quality Requirements:

The web app should be linkable, the user should have the ability to link to the
web app using a specific URL without the need for an app store or a
complicated installation procedure.

3.6 Architectural Requirements:

3.6.1 Flexibility:

– The PWA must function on a generic mobile device (ie. smart-
phone).

– The PWA must work in all browsers (eg. Firefox and Google chrome).

– The PWA must be installable from a common variety of web browsers
(ie. Firefox and Google Chrome).

∗ The PWA must be usable on a basic level (ie. version 1.0) on
older browsers.

3.6.2 Maintainability:

– There must be constant communication between developers of the
PWA and the project owners in order to identify and repair errors
thus improving the quality of application and user experience.

∗ Clear and concise documentation on software requirements
specification must be provided.

– The Angular framework is used to build the Graduates Portal and
as the PWA uses a single codebase, in turn it must use the same
framework.

∗ Component-based architecture is more manageable and main-
tainable.

∗ Components must be decoupled to aid more efficient mainte-
nance and updates of code.

– The PWA must contain a manifest file that must be kept up to
date as it contains information about the website.
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∗ The manifest file of the PWA can be modified to reflect up-
dates.

∗ Updatable Web Manifest fields include:

· Theme colour

· Scope

· Display

· Icons

· Shortcuts

∗ The name or location of the PWA manifest file must not be
tampered with, as this prevents the browser from updating the
PWA.

3.6.3 Scalability:

– The server scalability is closely related to the scalability of the web
app host server.

– The PWA caters for offline functionality once it has been installed,
this in term increases the ability for users to use the PWA at the
same time, as it is installed.

– The PWA must work anywhere from a single codebase as it is in-
stallable.

∗ Single code base caters for wrapping up, which in turn provides
high scalability.

3.6.4 Availability:

– The PWA must be available on any common web browser.

– The PWA must be available and easily accessed by any device,
desktop or mobile.

– The PWA must be available at all times ( day or night, connected
to the internet or not) once it is installed.

3.6.5 Reliability:

– The installation of the PWA is reliable on internet connection.

12



– The PWA must have the capability of working offline, (i.e. inde-
pendent of internet connection).

∗ The service worker of the PWA must be responsible for caching
content.

∗ The PWA must use the application shell and IndexedDB to en-
able the web app to function regardless of internet connection.

– The PWA must ensure a stable experience to the user regardless of
the quality of internet connection.

3.6.6 Usability:

– The PWA must use UI components developed by the UI kit team.

– The PWA must use a single codebase as the graduates portal, which
is built on the Angular Framework which uses component-based ar-
chitecture.

∗ Components are self-sufficient and thus developers can reuse
components throughout the the application (ie. the Graduates
Portal, as a whole).

– The PWA must be mobile friendly.

3.6.7 Deployability:

– The PWA must be deployable to various platforms, such as:

∗ Web application (ie. web browser)

∗ Android

4 Acceptance criteria

4.1 When the user clicks on the install icon on the URL bar, they should
be able to see the web app icon on the home screen of the respective
device.

4.2 Upon opening the web app, the user should have the similar experience
as they would if they were using a mobile app.
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4.3 When the user once visited a page and losses connection or has bad in-
ternet connection, they still should be able to revisit the page they pre-
viously opened.
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