
Hi, Boris and Chris. Sorry for the delay.

I have worked on constructing a mathematical model of the cognitive algorithm
for several days. Work is not finished yet, but I get certain thoughts and
propositions, and I would like to discuss them.

I believe that the mathematical logic that you are realized in the code could be
optimized in the future in a more optimal way. That is why, first of all, I would like to
understand what do we have as input and output data. Browsing the results of the
data processing in the debug mode seems not very convenient to me, so I have
added saving processed results in the "csv" file. As far as I understand those results
for 1D algorithm are stored into frame_of_patterns_ list.

with open('frame_of_patterns_.txt', 'w') as f:
for item in frame_of_patterns_:

f.write("%s\n" % item)

I got a file with a size about 2.6 M. Content looks like this:

For more convenient data analysis I have started from the more compact
representation of results.

I added saving some initial variables like _p, _d, and _m into "csv" file:



Next, I would like to propose how to process them in a more simple and fast
way than is realized now. This is part of the existed code with my addons for saving
intermediate processing results:
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Instead of processing every pair of pixels in the loop using native python tools,
all the array that represents an image row could be processed simultaneously using
the NumPy module, as far as NumPy is much faster in such operations. We just
make a cyclic shift and calculate the vector of differences for all pixels
simultaneously. After that next string calculates all the matches in the same way:

I have checked, the results of data processing are the same, but in a more
simple and faster way. It only begins, I guess that in the 2D mode same approach
could give even more.


